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**Definition:**

The Edmonds-Karp algorithm is a specific implementation of the Ford-Fulkerson method for finding the maximum flow in a network flow graph. It efficiently solves the unspecific detail of choosing augmenting paths by employing a breadth-first search (BFS) strategy to find the shortest augmenting paths from the source to the sink. Unlike the original Ford-Fulkerson method that uses any augmenting path, the Edmonds-Karp algorithm ensures that the augmenting paths have the minimum number of edges, leading to a faster convergence.

The algorithm iteratively finds augmenting paths and updates the flow in the graph until no more augmenting paths can be found. It guarantees that the flow is non-decreasing at each step, and when no more augmenting paths are available, it produces the maximum flow.

By employing BFS to find augmenting paths, the Edmonds-Karp algorithm optimizes the search process by focusing on shorter paths first. This approach significantly improves the algorithm's performance, especially when the capacities of the edges are integral and relatively small. Due to its efficiency and guaranteed termination, the Edmonds-Karp algorithm has become one of the most widely used methods for solving network flow problems in various applications, including transportation, communication networks, and resource allocation...

The Edmonds-Karp algorithm reduces the time complexity of finding the maximum flow in a network flow graph from an unbounded in the Ford-Fulkerson algorithm to , where V is the number of vertices and E is the number of edges in the graph. The use of BFS to find shortest augmenting paths ensures that each augmenting path is of length at most V, and there can be at most E iterations to reach the maximum flow. This bounded complexity makes the Edmonds-Karp algorithm more efficient and practical for solving large-scale network flow problems compared to the unbounded complexity of the Ford-Fulkerson algorithm.

**Algorithm:**

1. from queue import Queue

2. # Variables

3. INF = float('inf')

4. # Edge Class

5. class Edge:

6.     def \_\_init\_\_(self, back, front, capacity):

7.         self.back = back

8.         self.front = front

9.         self.capacity = capacity

10.         self.residual = None

11.         self.flow = 0

12.     def isResidual(self):

13.         return self.capacity == 0

14.     def remaining\_capacity(self):

15.         return self.capacity - self.flow

16.     def augment(self, bottleNeck):

17.         self.flow += bottleNeck

18.         self.residual.flow -= bottleNeck

19.

20. class FlowNetwork:

21.     def \_\_init\_\_(self, n, source, sink):

22.         self.n = n

23.         self.source = source

24.         self.sink = sink

25.         self.graph = [[] for \_ in range(n)]

26.         self.visited = [0] \* n

27.         self.visitedToken = 1

28.         self.max\_flow = 0

29.

30.     def add\_edge(self, back, front, capacity):

31.         edge = Edge(back, front, capacity)

32.         residual = Edge(front, back, 0)

33.         edge.residual = residual

34.         residual.residual = edge

35.         self.graph[back].append(edge)

36.         self.graph[front].append(residual)

37.     # Edmonds-Karp Algorithm

38.     def bfs(self):

39.         queue = Queue()

40.         self.visited[self.source] = self.visitedToken

41.         queue.put(self.source)

42.         prev = [None] \* self.n

43.         while not queue.empty():

44.             node = queue.get()

45.             if node == self.sink: break

46.             for edge in self.graph[node]:

47.                 if edge.remaining\_capacity()>0 and self.visited[edge.front]!=self.visitedToken:

48.                     self.visited[edge.front] = self.visitedToken

49.                     prev[edge.front] = edge

50.                     queue.put(edge.front)

51.         if prev[self.sink] == None: return 0

52.         bottleneck = INF

53.         edge = prev[self.sink]

54.         while edge!=None:

55.             bottleneck = min(bottleneck, edge.remaining\_capacity())

56.             edge = prev[edge.back]

57.         edge = prev[self.sink]

58.         while edge!=None:

59.             edge.augment(bottleneck)

60.             edge = prev[edge.back]

61.         return bottleneck

62.

63.     def find\_max\_flow(self):

64.         f = self.bfs()

65.         while f!=0:

66.             # Mark all nodes as visited

67.             self.visitedToken += 1

68.             self.max\_flow += f

69.             f = self.bfs()

70.         return self.max\_flow

71.

72. #Application

73. edmonds = FlowNetowrk…

74. print(edmonds.find\_max\_flow())

**Example:**

Here’s a small example illustrating an example of input outputs for the Edmonds-Karp Algorithm:

![](data:image/png;base64,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)

We will use the Python code down below to outline the output of the algorithm on this graph:

1. from queue import Queue

2. # Variables

3. INF = float('inf')

4. # Edge Class

5. class Edge:

6.     def \_\_init\_\_(self, back, front, capacity):

7.         self.back = back

8.         self.front = front

9.         self.capacity = capacity

10.         self.residual = None

11.         self.flow = 0

12.     def isResidual(self):

13.         return self.capacity == 0

14.     def remaining\_capacity(self):

15.         return self.capacity - self.flow

16.     def augment(self, bottleNeck):

17.         self.flow += bottleNeck

18.         self.residual.flow -= bottleNeck

19.

20. class FlowNetwork:

21.     def \_\_init\_\_(self, n, source, sink):

22.         self.n = n

23.         self.source = source

24.         self.sink = sink

25.         self.graph = [[] for \_ in range(n)]

26.         self.visited = [0] \* n

27.         self.visitedToken = 1

28.         self.max\_flow = 0

29.

30.     def add\_edge(self, back, front, capacity):

31.         edge = Edge(back, front, capacity)

32.         residual = Edge(front, back, 0)

33.         edge.residual = residual

34.         residual.residual = edge

35.         self.graph[back].append(edge)

36.         self.graph[front].append(residual)

37.     # Edmonds-Karp Algorithm

38.     def bfs(self):

39.         queue = Queue()

40.         self.visited[self.source] = self.visitedToken

41.         queue.put(self.source)

42.         prev = [None] \* self.n

43.         while not queue.empty():

44.             node = queue.get()

45.             if node == self.sink: break

46.             for edge in self.graph[node]:

47.                 if edge.remaining\_capacity()>0 and self.visited[edge.front]!=self.visitedToken:

48.                     self.visited[edge.front] = self.visitedToken

49.                     prev[edge.front] = edge

50.                     queue.put(edge.front)

51.         if prev[self.sink] == None: return 0

52.         bottleneck = INF

53.         edge = prev[self.sink]

54.         while edge!=None:

55.             bottleneck = min(bottleneck, edge.remaining\_capacity())

56.             edge = prev[edge.back]

57.         edge = prev[self.sink]

58.         while edge!=None:

59.             edge.augment(bottleneck)

60.             edge = prev[edge.back]

61.         return bottleneck

62.

63.     def find\_max\_flow(self):

64.         f = self.bfs()

65.         while f!=0:

66.             # Mark all nodes as visited

67.             self.visitedToken += 1

68.             self.max\_flow += f

69.             f = self.bfs()

70.         return self.max\_flow

71.

72. #Application

73. edmonds = FlowNetwork(11, 0, 10)

74. edmonds.add\_edge(0, 2, 10)

75. edmonds.add\_edge(0, 3, 20)

76. edmonds.add\_edge(0, 1, 10)

77. edmonds.add\_edge(1, 4, 15)

78. edmonds.add\_edge(2, 6, 20)

79. edmonds.add\_edge(2, 3, 5)

80. edmonds.add\_edge(3, 5, 10)

81. edmonds.add\_edge(3, 4, 10)

82. edmonds.add\_edge(3, 1, 10)

83. edmonds.add\_edge(4, 7, 30)

84. edmonds.add\_edge(5, 6, 15)

85. edmonds.add\_edge(5, 8, 20)

86. edmonds.add\_edge(6, 9, 10)

87. edmonds.add\_edge(6, 8, 20)

88. edmonds.add\_edge(7, 5, 25)

89. edmonds.add\_edge(7, 8, 5)

90. edmonds.add\_edge(7, 10, 30)

91. edmonds.add\_edge(8, 10, 15)

92. edmonds.add\_edge(9, 10, 20)

93.

94. print(edmonds.find\_max\_flow())

The corresponding output is:

Python>> 40
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